**Objectives**

**Explain in detail about HTTP Request and Response**

HTTP (Hypertext Transfer Protocol) is the foundation of communication on the web, where a client (like a browser) sends an HTTP request, and the server responds with an HTTP response. An HTTP request includes a request line with the method (e.g., GET), the URL path (e.g., /index.html), and the HTTP version. It also contains headers like Content-Type, which specifies the format of the data, and User-Agent, which identifies the browser or client making the request. The HTTP response from the server includes a status line with the status code (e.g., 200 OK), response headers (such as Content-Type), and the actual content (HTML, JSON, or image). The request URL indicates the specific resource being requested, and the method defines the type of action (GET, POST, etc.) the client wants to perform. Understanding this structure helps developers analyze and debug web interactions effectively.

**Explain the need and benefits of RESTful Web Services**

RESTful Web Services are essential in modern web development because they allow systems to communicate over the internet using standard HTTP methods like GET, POST, PUT, and DELETE. The need for REST arises from the demand for scalable, stateless, and easily maintainable architectures that can support multiple platforms including web, mobile, and cloud-based applications. One of the key benefits of REST is its simplicity—it uses standard web protocols and data formats like JSON or XML, making it lightweight and easy to integrate. RESTful services are stateless, meaning each request is independent, which improves performance and scalability. Additionally, REST supports separation of concerns, allowing client and server to evolve independently, and enabling easier testing, versioning, and deployment. Its language-independent nature makes it ideal for building APIs that can be consumed by any technology.

**Demonstrate implementation of RESTful Web Service using GET method**

#### 1. ****Controller Class****

import org.springframework.web.bind.annotation.GetMapping;import org.springframework.web.bind.annotation.RequestMapping;import org.springframework.web.bind.annotation.RestController;

@RestController@RequestMapping("/api")public class GreetingController {

@GetMapping("/greeting")

public String getGreeting() {

return "Hello, welcome to RESTful Web Service!";

}

}

#### 2. ****Main Application Class****

import org.springframework.boot.SpringApplication;import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplicationpublic class RestDemoApplication {

public static void main(String[] args) {

SpringApplication.run(RestDemoApplication.class, args);

}

}

**How It Works:**

The @RestController annotation makes this class a REST API controller.

@RequestMapping("/api") sets the base URL path.

@GetMapping("/greeting") maps HTTP GET requests to /api/greeting.

When you run the application and go to http://localhost:8080/api/greeting, it responds with:  
➤ "Hello, welcome to RESTful Web Service!"

**Demonstrate implementation of end to end testing of RESTful Web Service using MockMVC**

## 1. REST Controller – GreetingController.java

import org.springframework.web.bind.annotation.GetMapping;import org.springframework.web.bind.annotation.RequestMapping;import org.springframework.web.bind.annotation.RestController;

@RestController@RequestMapping("/api")public class GreetingController {

@GetMapping("/greeting")

public String getGreeting() {

return "Hello from RESTful Web Service!";

}

}

2. Spring Boot Application Class – RestApp.java

import org.springframework.boot.SpringApplication;import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplicationpublic class RestApp {

public static void main(String[] args) {

SpringApplication.run(RestApp.class, args);

}

}

3. Test Class Using MockMvc – GreetingControllerTest.java

import org.junit.jupiter.api.Test;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;import org.springframework.test.web.servlet.MockMvc;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

@WebMvcTest(GreetingController.class)public class GreetingControllerTest {

@Autowired

private MockMvc mockMvc;

@Test

public void testGreetingEndpoint() throws Exception {

mockMvc.perform(get("/api/greeting"))

.andExpect(status().isOk())

.andExpect(content().string("Hello from RESTful Web Service!"));

}

}

Explanation:

@WebMvcTest(GreetingController.class) is used to load only the **web layer** (controller) for testing.

MockMvc is injected to **simulate HTTP requests** without starting a real server.

perform(get("/api/greeting")) simulates a **GET request** to the endpoint.

.andExpect(status().isOk()) checks the HTTP response status is 200 OK.

.andExpect(content().string(...)) checks that the returned content matches the expected response.

**HTTP Request Response**   
HTTP (HyperText Transfer Protocol) request and response are fundamental to how communication happens between a client, such as a web browser, and a web server. When a user enters a URL or interacts with a web application, the browser constructs and sends an HTTP request to the server, which in turn sends back an HTTP response.

A typical HTTP request consists of several lines. The first line includes three important components: the method type, which is GET in this case, indicating that the client wants to retrieve data; the resource, which is /hello.txt, specifying the file being requested; and the HTTP version being used, which is HTTP/1.1. The second line of the request includes the User-Agent header, which provides information about the client software or browser making the request. The third line contains the Host header, identifying the server to which the request is directed—in this case, [www.example.com](http://www.example.com" \t "_new). Additionally, the Accept-Language header tells the server which languages the client prefers in the response. When a user enters a URL in the browser like https://www.example.com/hello.txt, it is split into Host as [www.example.com](http://www.example.com" \t "_new) and Resource as /hello.txt in the actual HTTP request.

After receiving the request, the server responds with an HTTP response. A standard HTTP response also consists of multiple lines. The first line contains the HTTP version (HTTP/1.1), a status code (200), and a status message (OK), indicating that the request was successfully processed. The second line includes the date and time when the response was generated. The following lines contain various headers, such as Server, which reveals the server software used (Apache in this case), Last-Modified, which indicates when the resource was last changed, and Content-Length, which specifies the size of the response content. The Content-Type header, found in one of the last lines before the response body, tells the browser how to interpret the content. For example, text/plain means the response is plain text, text/html indicates HTML content, application/json refers to JSON data, and image/png indicates that an image in PNG format is being returned. The final line of the response is the body itself, which contains the actual content the client requested—here it is a text message saying, “Hello World! My payload includes a trailing CRLF.”

To observe these HTTP request and response details in a real browser, one can use Chrome Developer Tools. By pressing F12 and going to the Network tab, the user can load a website and click on any request listed under the Name column. This opens a panel on the right side showing detailed information under three main sections: General, which shows the method, URL, and status; Request Headers, which displays all headers sent by the browser; and Response Headers, which show what the server returned. This feature is especially useful for debugging and understanding how web communication works under the hood.

**Hello World RESTful Web Service**

### 1. ****Create the Controller Class****

**File:** HelloController.java  
**Package:** com.cognizant.spring\_learn.controller

package com.cognizant.spring\_learn.controller;

import org.slf4j.Logger;import org.slf4j.LoggerFactory;import org.springframework.web.bind.annotation.GetMapping;import org.springframework.web.bind.annotation.RestController;

@RestControllerpublic class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.info("START - sayHello()");

String message = "Hello World!!";

LOGGER.info("END - sayHello()");

return message;

}

}

2. **Main Application Class**

**File:** SpringLearnApplication.java  
(Already created in your Spring Learn project)

package com.cognizant.spring\_learn;

import org.springframework.boot.SpringApplication;import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplicationpublic class SpringLearnApplication {

public static void main(String[] args) {

SpringApplication.run(SpringLearnApplication.class, args);

}

}

**OUTPUT:**

![](data:image/png;base64,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)

**REST - Country Web Service**

### 1. ****Create**** Country ****Model****

#### Country.java

package com.cognizant.springlearn.model;

public class Country {

private String code;

private String name;

// Constructors

public Country() {}

public Country(String code, String name) {

this.code = code;

this.name = name;

}

// Getters and Setters

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

2. **Create** CountryController

#### CountryController.java

package com.cognizant.springlearn.controller;

import java.util.List;import org.springframework.context.ApplicationContext;import org.springframework.context.support.ClassPathXmlApplicationContext;import org.springframework.web.bind.annotation.GetMapping;import org.springframework.web.bind.annotation.RestController;

import com.cognizant.springlearn.model.Country;

@RestControllerpublic class CountryController {

@GetMapping("/countries")

public List<Country> getAllCountries() {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countries = (List<Country>) context.getBean("countryList");

return countries;

}

}

3. **Create** country.xml **in** src/main/resources

#### country.xml

<?xml version="1.0" encoding="UTF-8"?><beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="JP"/>

<property name="name" value="Japan"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="DE"/>

<property name="name" value="Germany"/>

</bean>

</list>

</constructor-arg>

</bean>

</beans>

Make sure this file is in the resources folder so that it’s on the classpath.

4. **Change Port to 8083**

In src/main/resources/application.properties:

server.port=8083

**OUTPUT:**
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**REST - Get country based on country code**

### 1. Country.java (Already Exists)

Make sure your model class is present in:  
 com.cognizant.springlearn.model.Country

public class Country {

private String code;

private String name;

// constructors, getters, setters

}

2. country.xml

Make sure it's in:  
src/main/resources/country.xml

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="JP"/>

<property name="name" value="Japan"/>

</bean>

</list>

</constructor-arg></bean>

3. Create the Service Class

CountryService.java

package com.cognizant.springlearn.service;

import java.util.List;import org.springframework.context.ApplicationContext;import org.springframework.context.support.ClassPathXmlApplicationContext;import org.springframework.stereotype.Service;

import com.cognizant.springlearn.model.Country;

@Servicepublic class CountryService {

public Country getCountry(String code) {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countries = (List<Country>) context.getBean("countryList");

// Case-insensitive search using lambda

return countries.stream()

.filter(c -> c.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null); // or throw exception if not found

}

}

4. Update Controller

CountryController.java

package com.cognizant.springlearn.controller;

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.web.bind.annotation.\*;

import com.cognizant.springlearn.model.Country;import com.cognizant.springlearn.service.CountryService;

@RestControllerpublic class CountryController {

@Autowired

private CountryService countryService;

@GetMapping("/countries/{code}")

public Country getCountry(@PathVariable String code) {

return countryService.getCountry(code);

}

}

5. Update application.properties (if needed)

src/main/resources/application.properties

server.port=8083

**OUTPUT:**
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**REST - Get country exceptional scenario**

## Create the Custom Exception

Create a new exception class in the package:  
com.cognizant.springlearn.service.exception.CountryNotFoundException.java

package com.cognizant.springlearn.service.exception;

import org.springframework.http.HttpStatus;import org.springframework.web.bind.annotation.ResponseStatus;

@ResponseStatus(value = HttpStatus.NOT\_FOUND, reason = "Country not found")public class CountryNotFoundException extends RuntimeException {

// You can include additional constructors if needed

public CountryNotFoundException() {

super();

}

public CountryNotFoundException(String message) {

super(message);

}

}

2. Update the Service Method to Throw the Exception

Update CountryService.getCountry(String code) so that if no matching country is found, the custom exception is thrown.

### File: CountryService.java

package com.cognizant.springlearn.service;

import java.util.List;import org.springframework.context.ApplicationContext;import org.springframework.context.support.ClassPathXmlApplicationContext;import org.springframework.stereotype.Service;import com.cognizant.springlearn.model.Country;import com.cognizant.springlearn.service.exception.CountryNotFoundException;

@Servicepublic class CountryService {

public Country getCountry(String code) {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countries = (List<Country>) context.getBean("countryList");

// Use a lambda expression for case-insensitive search

Country country = countries.stream()

.filter(c -> c.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null);

if (country == null) {

// Throw the custom exception if not found

throw new CountryNotFoundException();

}

return country;

}

}

3. Update the Controller

Modify CountryController so that the getCountry method declares it throws the exception.

### File: CountryController.java

package com.cognizant.springlearn.controller;

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.web.bind.annotation.\*;import com.cognizant.springlearn.model.Country;import com.cognizant.springlearn.service.CountryService;import com.cognizant.springlearn.service.exception.CountryNotFoundException;

@RestControllerpublic class CountryController {

@Autowired

private CountryService countryService;

// Get country by code; throws CountryNotFoundException if not found.

@GetMapping("/countries/{code}")

public Country getCountry(@PathVariable String code) throws CountryNotFoundException {

return countryService.getCountry(code);

}

}

4. Testing the Exceptional Scenario

### Using a Browser

**Sample Request URL:**  
http://localhost:8083/countries/az

If you send a GET request to this URL and no country with code "az" exists, Spring Boot will return a response like:

{

"timestamp": "2019-10-02T03:27:54.521+0000",

"status": 404,

"error": "Not Found",

"message": "Country not found",

"path": "/countries/az"}

### Using cURL Command

Open Git Bash or any terminal and execute:

bash

CopyEdit

curl -i http://localhost:8083/countries/az

**OUTPUT:**
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**MockMVC - Test get country service**

### 1. ****Add JUnit & MockMvc Annotations****

File: SpringLearnApplicationTests.java

package com.cognizant.springlearn;

import static org.junit.Assert.assertNotNull;import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.status;import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.jsonPath;

import org.junit.Test;import org.junit.runner.RunWith;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;import org.springframework.boot.test.context.SpringBootTest;import org.springframework.test.context.junit4.SpringRunner;import org.springframework.test.web.servlet.MockMvc;import org.springframework.test.web.servlet.ResultActions;

import com.cognizant.springlearn.controller.CountryController;

@RunWith(SpringRunner.class)@SpringBootTest@AutoConfigureMockMvcpublic class SpringLearnApplicationTests {

// Check if controller is loaded

@Autowired

private CountryController countryController;

// Inject MockMvc

@Autowired

private MockMvc mvc;

// Test if the controller is loaded into context

@Test

public void contextLoads() {

assertNotNull(countryController);

}

// Test the GET /country service

@Test

public void testGetCountry() throws Exception {

ResultActions actions = mvc.perform(get("/country")); // Adjust path if needed

actions.andExpect(status().isOk());

actions.andExpect(jsonPath("$.code").exists());

actions.andExpect(jsonPath("$.code").value("IN"));

actions.andExpect(jsonPath("$.name").exists());

actions.andExpect(jsonPath("$.name").value("India"));

}

}

2. Important Notes

Make sure your /country endpoint exists and returns

{

"code": "IN",

"name": "India"}

If you’re using /countries/IN instead, change:

mvc.perform(get("/countries/IN"));

**OUTPUT:**

![](data:image/png;base64,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)

**MockMVC - Test get country service for exceptional scenario**

### Update SpringLearnApplicationTests.java:

Add this test method:

@Testpublic void testGetCountryException() throws Exception {

ResultActions actions = mvc.perform(get("/countries/xyz")); // Non-existent code

actions.andExpect(status().isNotFound());

actions.andExpect(status().reason("Country not found"));

}

Explanation:

get("/countries/xyz") – hits the controller with a country code that does **not exist** in country.xml.

status().isNotFound() – expects HTTP 404.

status().reason("Country not found") – matches the custom reason from @ResponseStatus.

**OUTPUT:**
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